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**Задачи по варианту**

Задание к лабораторной работе № 2-3: https://drive.google.com/drive/folders/1hjwL6oDXaZJ8BZqDXJec6fxwhDpgdbmX

Мой вариант – 22.  
  
Обязательные задачи: 2, 7, 16.   
  
Дополнительные задачи: 1, 3, 4, 5, 6, 8, 11, 12. 13, 15.

**Обязательные задачи**

**Задача 2**

Задача во многом аналогична предыдущей.  
Вводим глобальную переменную-счетчик, которая увеличивается всякий раз, когда мы начинаем путь из еще не посещенной вершины. Нужно отметить, что это рекурсивный алгоритм, он ест много памяти, хотя для имеющихся на задачу ограничений это не критично. Абсолютно этот же алгоритм, но в итеративной форме, представлен в задаче 13.

*from* test *import* time\_memory  
*import* threading  
  
  
*def* explore(graph, visited, curr\_key):  
 visited[curr\_key] = *True  
 for* q *in* graph[curr\_key]:  
 *if not* visited[q]:  
 explore(graph, visited, q)  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 visited = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = set()  
 visited[i] = *False  
 for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u].add(v)  
 graph[v].add(u)  
 counter = 0  
 *for* q *in* graph.keys():  
 *if not* visited[q]:  
 counter += 1  
 explore(graph, visited, q)  
 *with* open('output.txt', 'w') *as* outfile:  
 print(counter, file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 2  1 2  3 2 | 2 |
| 6 2  1 6  2 4 | 4 |
| 5 7 2 1 3 2 3 1 4 3 4 1 5 2 5 3 | 1 |

**Задача 7**

Пусть каждая вершина имеет цвет (изначально никакой) и метку, посещена ли она. Когда мы обходим очередную вершину, то отмечаем её как посещенную и красим всех её детей в противоположный цвет. Если из текущей вершины мы попадаем в уже посещенную вершину такого же цвета, как текущая, значит, граф не двудольный.

*from* collections *import* deque  
*from* test *import* time\_memory  
*import* threading  
  
  
*def* inverted(n):  
 *return* 1 *if* n == 0 *else* 0  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = {"kids": set(),  
 "visited": *False*,  
 "color": -1}  
 *for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u]["kids"].add(v)  
 graph[v]["kids"].add(u)  
 flag = *True* graph[1]["color"] = 0  
 queue = deque()  
 queue.append(1)  
 *while* len(queue) > 0:  
 u = queue.popleft()  
 graph[u]["visited"] = *True  
 for* v *in* graph[u]["kids"]:  
 *if not* graph[v]["visited"]:  
 graph[v]["color"] = inverted(graph[u]["color"])  
 queue.append(v)  
 *else*:  
 *if* graph[v]["color"] != inverted(graph[u]["color"]):  
 flag = *False  
 break  
 with* open('output.txt', 'w') *as* outfile:  
 print(1 *if* flag *else* 0, file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2  4 1  2 3  3 1 | 0 |
| 5 4  5 2  4 2  3 4  1 4 | 1 |
| 6 5 1 6 3 2 2 4 2 5 4 5 3 5 | 1 |

**Задача 16**

Задача сводится к поиску цикла в графе. Просто делаю обход графа, если натыкаюсь на уже пройденную вершину – значит, цикл есть. Единственное, я переписала рекурсивный алгоритм, использовавшийся в одной из первых задач, на итеративный.

*from* collections *import* deque  
*from* test *import* time\_memory  
*import* threading  
  
  
*def* cycle(graph, start\_key):  
 queue = deque()  
 queue.append(start\_key)  
 *while* len(queue) > 0:  
 curr\_key = queue.pop()  
 graph[curr\_key]["visited"] = *True  
 for* key *in* graph[curr\_key]["kids"]:  
 *if* key == start\_key:  
 *return True  
 if not* graph[key]["visited"]:  
 queue.append(key)  
 *return False  
  
  
def* main():  
 n = int(input())  
 graph = {}  
 *for* \_ *in* range(n):  
 key = input()  
 graph[key] = {"kids": set(),  
 "visited": *False*}  
 m = int(input())  
 *for* \_ *in* range(m):  
 kid = input()  
 graph[key]["kids"].add(kid)  
 input()  
 *for* start\_key *in* graph.keys():  
 flag = *True  
 for* key *in* graph.keys():  
 graph[key]["visited"] = *False* print("YES" *if* cycle(graph, start\_key) *else* "NO")  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

**![](data:image/png;base64,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)Дополнительные задачи**

**Задача 1**

Если мы достигли из стартовой вершины искомую, возвращаю положительный ответ и прекращаю обход, иначе обхожу граф до конца и возвращаю отрицательный ответ. Сам граф задан словарем, посещенные вершины тоже заданы словарем.

*from* test *import* time\_memory  
*import* threading  
  
found = *False  
  
  
def* explore(graph, visited, curr\_key, goal):  
 *global* found  
 *if* curr\_key == goal:  
 found = *True  
 return* visited[curr\_key] = *True  
 for* key *in* graph[curr\_key]:  
 *if not* visited[key]:  
 explore(graph, visited, key, goal)  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 visited = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = set()  
 visited[i] = *False  
 for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u].add(v)  
 graph[v].add(u)  
 u, v = map(int, infile.readline().split())  
 explore(graph, visited, u, v)  
 *with* open('output.txt', 'w') *as* f:  
 print(1 *if* found *else* 0, file=f)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2  3 2  4 3  1 4  1 4 | 1 |
| 4 2  1 2  3 2  1 4 | 0 |
| 5 7 2 1 3 2 3 1 4 3 4 1 5 2 5 3 2 5 | 1 |

**Задача 3**

Если при текущем обходе мы наткнулись на вершину, в которую уже заходили, значит имеется цикл. Важный момент: при каждом новом обходе (т.е. из новой вершины) нужно начинать с чистого листа – обнулять уже посещенные вершины.

*from* test *import* time\_memory  
*import* threading  
  
  
*def* explore(graph, visited, curr\_key):  
 visited[curr\_key] = *True  
 for* key *in* graph[curr\_key]:  
 *if* visited[key]:  
 *return False  
 return* explore(graph, visited, key)  
 *return True  
  
  
def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 visited = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = set()  
 visited[i] = *False  
 for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u].add(v)  
 flag = *False  
 for* key *in* graph.keys():  
 *for* i *in* range(1, n + 1):  
 visited[i] = *False* outcome = explore(graph, visited, key)  
 *if not* outcome:  
 flag = *True  
 break  
 with* open('output.txt', 'w') *as* outfile:  
 print(1 *if* flag *else* 0, file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2  4 1  2 3  3 1 | 1 |
| 5 7  1 2  2 3  1 3  3 4  1 4  2 5  3 5 | 0 |
| 5 7  2 1  3 2  3 1  4 3  1 4  5 2  5 3 | 1 |

**Задача 4**

В данной задаче реализован алгоритм топологической сортировки из лекции.

*from* test *import* time\_memory  
*import* threading  
  
clock = 0  
  
  
*def* explore(graph, curr\_key):  
 *global* clock  
 graph[curr\_key]["visited"] = *True* graph[curr\_key]["pre"] = clock  
 clock += 1  
 *for* key *in* graph[curr\_key]["kids"]:  
 *if not* graph[key]["visited"]:  
 explore(graph, key)  
 graph[curr\_key]["post"] = clock  
 clock += 1  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = {"kids": set(),  
 "visited": *False*,  
 "pre": *None*,  
 "post": *None*}  
 *for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u]["kids"].add(v)  
 *for* key *in* graph.keys():  
 *if not* graph[key]["visited"]:  
 explore(graph, key)  
 *with* open('output.txt', 'w') *as* outfile:  
 *for* para *in* sorted(graph.items(), key=*lambda* para: 1/para[1]["post"]):  
 print(para[0], end=" ", file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 3  1 2  4 1  3 1 | 4 3 1 2 |
| 4 1  3 1 | 4 3 2 1 |
| 5 7  2 1  3 2  3 1  4 3  4 1  5 2  5 3 | 5 4 3 2 1 |

**Задача 5**

Реализация данного алгоритма взята из лекции. Сначала делаю топологическую сортировку инвертированного графа. Затем для вершин-стоков инвертированного графа обращаюсь к исходному графу и делаю обход.

*from* test *import* time\_memory  
*import* threading  
  
clock = 0  
  
  
*def* explore(graph, curr\_key):  
 *global* clock  
 graph[curr\_key]["visited"] = *True* graph[curr\_key]["pre"] = clock  
 clock += 1  
 *for* key *in* graph[curr\_key]["kids"]:  
 *if not* graph[key]["visited"]:  
 explore(graph, key)  
 graph[curr\_key]["post"] = clock  
 clock += 1  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 graph\_t = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = {"kids": set(),  
 "visited": *False*,  
 "pre": *None*,  
 "post": *None*}  
 graph\_t[i] = {"kids": set(),  
 "visited": *False*,  
 "pre": *None*,  
 "post": *None*}  
 *for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u]["kids"].add(v)  
 graph\_t[v]["kids"].add(u)  
 *for* key *in* graph\_t.keys():  
 *if not* graph\_t[key]["visited"]:  
 explore(graph\_t, key)  
 scc = 0  
 *for* para *in* sorted(graph\_t.items(), key=*lambda* para: 1 / para[1]["post"]):  
 *if not* graph[para[0]]["visited"]:  
 scc += 1  
 explore(graph, para[0])  
 *with* open('output.txt', 'w') *as* outfile:  
 print(scc, file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2  4 1  2 3  3 1 | 2 |
| 5 7  2 1  3 2  3 1  4 3  4 1  5 2  5 3 | 5 |
| 4 2 3 1 1 3 | 3 |

**Задача 6**

В данной задаче реализован алгоритм Дейкстры. Всегда выбираем вершину с наименьшим весом и проходимся по всем ее детям, изменяя их вес, если это дает положительный результат.

*from* test *import* time\_memory  
*import* threading  
*from* collections *import* deque  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 graph = {}  
 *for* i *in* range(1, n+1):  
 graph[i] = {"kids": set(),  
 "path": float("inf")}  
 *for* \_ *in* range(m):  
 u, v = map(int, infile.readline().split())  
 graph[u]["kids"].add(v)  
 graph[v]["kids"].add(u)  
 start, end = map(int, infile.readline().split())  
 graph[start]["path"] = 0  
 queue = deque()  
 queue.append(start)  
 *while* len(queue) > 0:  
 u = queue.popleft()  
 *for* v *in* graph[u]["kids"]:  
 *if* graph[v]["path"] == float("inf"):  
 queue.append(v)  
 graph[v]["path"] = graph[u]["path"] + 1  
 *with* open('output.txt', 'w') *as* outfile:  
 print(graph[end]["path"] *if* graph[end]["path"] != float("inf") *else* -1, file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2  4 1  2 3  3 1  2 4 | 2 |
| 5 4  5 2  1 3  3 4  1 4  3 5 | -1 |
| 6 5 1 6 3 2 2 4 2 5 4 5 3 5 | 2 |

**Задача 8**

Тот же алгоритм Дейкстры, только в отличие от 6-ой задачи вес ребра задан, а не равен единице, и он складывается в матрицу смежности.

*from* test *import* time\_memory  
*import* threading  
  
  
*def* get\_smallest(dictionary):  
 key = -1  
 mn = float("inf")  
 *for* curr\_key *in* dictionary.keys():  
 *if not* dictionary[curr\_key]["visited"] *and* dictionary[curr\_key]["path"] < mn:  
 mn = dictionary[curr\_key]["path"]  
 key = curr\_key  
 *return* key  
  
  
*def* main():  
 *with* open('input.txt', 'r') *as* infile:  
 n, m = map(int, infile.readline().split())  
 matrix = [[-1 *for* j *in* range(m)] *for* i *in* range(n)]  
 graph = {}  
 *for* i *in* range(n):  
 graph[i] = {"kids": set(),  
 "path": float("inf"),  
 "visited": *False*}  
 *for* \_ *in* range(m):  
 u, v, l = map(int, infile.readline().split())  
 u, v = u-1, v-1  
 matrix[u][v] = l  
 graph[u]["kids"].add(v)  
 s, f = map(int, infile.readline().split())  
 s, f = s-1, f-1  
 graph[s]["path"] = 0  
 smallest = s  
 *while* smallest != -1:  
 *for* key *in* graph[smallest]["kids"]:  
 graph[key]["path"] = min(graph[smallest]["path"] + matrix[smallest][key], graph[key]["path"])  
 graph[smallest]["visited"] = *True* smallest = get\_smallest(graph)  
 *with* open("output.txt", "w") *as* outfile:  
 print(graph[f]["path"] *if* graph[f]["path"] != float("inf") *else* -1, file=outfile)  
  
  
*if* \_\_name\_\_ == '\_\_main\_\_':  
 thread = threading.Thread(target=time\_memory(main))  
 thread.start()

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2 1  4 1 2  2 3 2  1 3 5  1 3 | 3 |
| 5 9  1 2 4  1 3 2  2 3 2  3 2 1  2 4 2  3 5 4  5 4 1  2 5 3  3 4 4  1 5 | 6 |
| 3 3  1 2 7  1 3 5  2 3 2  3 2 | -1 |

**Задача 11**

В данной задаче необходимо построить граф и применить какой-нибудь из обходов, чтобы выяснить, существует ли путь из одной вершины в другую. Также необходимо обработать ситуации, когда исходная и конечная вершина отсутствуют в построенном графе.

*from* collections *import* deque  
  
  
*if* \_\_name\_\_ == "\_\_main\_\_":  
 n = int(input())  
 graph = {}  
 *for* \_ *in* range(n):  
 one, symbol, two = input().split()  
 *try*:  
 graph[one]["kids"].append(two)  
 *except* KeyError:  
 graph[one] = {"kids": [two],  
 "path": float("inf")}  
 start = input()  
 end = input()  
 *try*:  
 graph[start]["path"] = 0  
 *except* KeyError:  
 graph[start] = {"kids": [],  
 "path": 0}  
 queue = deque()  
 queue.append(start)  
 *while* len(queue) > 0:  
 u = queue.popleft()  
 *for* v *in* graph[u]["kids"]:  
 *try*:  
 *if* graph[v]["path"] == float("inf"):  
 queue.append(v)  
 graph[v]["path"] = graph[u]["path"] + 1  
 *except* KeyError:  
 graph[v] = {"kids": [],  
 "path": graph[u]["path"] + 1}  
 *try*:  
 print(graph[end]["path"] *if* graph[end]["path"] != float("inf") *else* -1)  
 *except* KeyError:  
 print(-1)
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Это очень простая задача, для решения которой даже не нужны графы. Достаточно задать словарь со словарями и потом пройтись по нему.

*if* \_\_name\_\_ == "\_\_main\_\_":  
 n, m = map(int, input().split())  
 maze = {}  
 *for* i *in* range(1, n+1):  
 maze[i] = {}  
 *for* \_ *in* range(m):  
 u, v, c = map(int, input().split())  
 maze[u][c] = v  
 maze[v][c] = u  
 n = input()  
 path = list(map(int, input().split()))  
 curr = 1  
 flag = *True  
 for* step *in* path:  
 *try*:  
 curr = maze[curr][step]  
 *except* KeyError:  
 flag = *False  
 break* print("INCORRECT" *if not* flag *else* curr)
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Задача аналогична второй (поиск компонент графа). Но рекурсивный алгоритм изменен на итеративный.

*from* collections *import* deque  
  
  
*if* \_\_name\_\_ == "\_\_main\_\_":  
 n, m = map(int, input().split())  
 matrix = []  
 *for* \_ *in* range(n):  
 matrix.append(input())  
 graph = {}  
 *for* i *in* range(n):  
 *for* j *in* range(m):  
 *if* matrix[i][j] == "#":  
 graph[i \* m + j] = {"kids": set(),  
 "visited": *False*}  
 *for* i *in* range(n):  
 *for* j *in* range(m):  
 *if* matrix[i][j] != "#":  
 *continue* key = i \* m + j  
 neighbours = []  
 *if* i-1 >= 0 *and* matrix[i-1][j] == "#":  
 neighbours.append((i-1) \* m + j)  
 *if* i+1 < n *and* matrix[i+1][j] == "#":  
 neighbours.append((i+1) \* m + j)  
 *if* j-1 >= 0 *and* matrix[i][j-1] == "#":  
 neighbours.append(i \* m + (j-1))  
 *if* j+1 < m *and* matrix[i][j+1] == "#":  
 neighbours.append(i \* m + (j+1))  
 *for* v *in* neighbours:  
 graph[key]["kids"].add(v)  
 graph[v]["kids"].add(key)  
 queue = deque()  
 counter = 0  
 *for* overall\_key *in* graph.keys():  
 *if not* graph[overall\_key]["visited"]:  
 counter += 1  
 queue.append(overall\_key)  
 *while* len(queue) > 0:  
 curr\_key = queue.pop()  
 graph[curr\_key]["visited"] = *True  
 for* key *in* graph[curr\_key]["kids"]:  
 *if not* graph[key]["visited"]:  
 queue.append(key)  
 print(counter)
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Задача аналогична шестой, отличается только формат ввода графа. Я действую схоже с 13 задачей – каждая клетка матрицы является вершиной графа.

*from* collections *import* deque  
  
  
*if* \_\_name\_\_ == "\_\_main\_\_":  
 n, m = map(int, input().split())  
 matrix = []  
 *for* \_ *in* range(n):  
 matrix.append(input())  
 graph = {}  
 *for* i *in* range(n):  
 *for* j *in* range(m):  
 *if* matrix[i][j] == "0":  
 graph[i \* m + j] = {"kids": set(),  
 "path": float("inf")}  
 *for* i *in* range(n):  
 *for* j *in* range(m):  
 *if* matrix[i][j] != "0":  
 *continue* key = i \* m + j  
 neighbours = []  
 *if* i-1 >= 0 *and* matrix[i-1][j] == "0":  
 neighbours.append((i-1) \* m + j)  
 *if* i+1 < n *and* matrix[i+1][j] == "0":  
 neighbours.append((i+1) \* m + j)  
 *if* j-1 >= 0 *and* matrix[i][j-1] == "0":  
 neighbours.append(i \* m + (j-1))  
 *if* j+1 < m *and* matrix[i][j+1] == "0":  
 neighbours.append(i \* m + (j+1))  
 *for* v *in* neighbours:  
 graph[key]["kids"].add(v)  
 graph[v]["kids"].add(key)  
 q\_s, q\_e, time = map(int, input().split())  
 start\_key = (q\_s-1)\*m + q\_e-1  
 boys = []  
 *for* \_ *in* range(4):  
 s, e, k = map(int, input().split())  
 key = (s-1)\*m + e-1  
 boys.append((key, k))  
 graph[start\_key]["path"] = 0  
 queue = deque()  
 queue.append(start\_key)  
 *while* len(queue) > 0:  
 u = queue.popleft()  
 *for* v *in* graph[u]["kids"]:  
 *if* graph[v]["path"] == float("inf"):  
 queue.append(v)  
 graph[v]["path"] = graph[u]["path"] + 1  
 count = 0  
 *for* boy *in* boys:  
 *if* graph[boy[0]]["path"] <= time:  
 count += boy[1]  
 print(count)
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Было сложно, а потом попроще, а потом снова сложно, и на конец наступил конец.  
Главное, чему я научился за эту работу – использовать очередь для замены рекурсии итеративным алгоритмом.